**每日作业卷答案**

**就业班JavaSE第2天**

传智播客.黑马程序员

# 关卡1

## 训练案例1

### 训练描述

请阐述你对重写的理解

### 操作步骤答案

1. 子类中出现与父类一模一样的方法时，会出现覆盖操作，也称为override重写、复写或者覆盖。
2. 当子类需要父类的功能，而功能主体子类有自己特有内容时，可以重写父类中的方法，这样，即沿袭了父类的功能，又定义了子类特有的内容
   1. 比如手机，当描述一个手机时，它具有发短信，打电话，显示来电号码功能，后期由于手机需要在来电显示功能中增加显示姓名和头像，这时可以重新定义一个类描述智能手机，并继承原有描述手机的类。并在新定义的类中覆盖来电显示功能，在其中增加显示姓名和头像功能。
3. 重写注意事项有
   1. 子类方法覆盖父类方法，必须要保证权限大于等于父类权限。
   2. 子类与父类的方法声明必须一模一样:函数的返回值类型 函数名 参数列表都要一样

## 训练案例2

### 训练描述

请阐述当子类的成员与父类的成员变量重名时,如何访问成员变量 ?

### 操作步骤答案

1. 当子类的成员与父类的成员变量重名时,在子类中直接成员变量或使用this.成员变量名称访问本类的成员变量
2. 子类的成员与父类的成员变量重名时,在子类中,super.成员变量访问父类的成员变量

## 训练案例3

### 训练描述

请阐述this与super关键字的作用和注意事项.

### 操作步骤答案

1. 请说如何使用this关键字访问本类的成员变量?
   1. this.成员变量名
2. 请说如何使用this关键字访问本类的成员方法?
   1. this.成员方法名(实参列表);
3. 请说如何使用this关键字在构造方法中,调用本类的其他构造方法?
   1. this(实参列表);
4. 请说如何使用super关键字访问父类的成员变量?
   1. super.成员变量名
5. 请说如何使用super关键字访问父类的成员方法?
   1. super.成员变量名
6. 请说如何使用super关键字在构造方法中,调用父类的构造方法?
   1. super(实参列表);
7. 请说如果在构造方法中我们没有this调用父类的构造方法,也没有super调用父类的构造方法,会怎么样?
   1. 系统会提供一个默认super();
8. 请问在构造方法中可以同时使用this调用本类构造方法和super调用父类构造方法吗?
   1. 不可以,编译会报错.

## 训练案例4

### 训练描述

请阐述你对抽象方法和抽象类的理解

### 操作步骤答案

1. 请说出什么抽象方法 ?
   1. 被abstract修饰,只有方法声明没有方法主体的方法就是抽象方法
2. 请说出什么抽象类 ?
   1. 被abstract修饰类就是抽象类
3. 请说出抽象方法的特点是什么 ?
   1. 只有方法声明没有方法主体
   2. 只能必须在抽象类中
4. 请问什么时候需要使用抽象方法 ?
   1. 某个父类只是知道子类应该包含怎么样的方法，但是无法准确知道子类如何实现这些方法。比如一个图形类应该有一个求周长的方法，但是不同的图形求周长的算法不一样;那么父类的这个方法就定义为抽象方法.
5. 请抽象类可以直接创建对象吗? 为什么?
   1. 抽象类不可以直接创建对象,因为抽象类中可以有抽象方法,调用抽象方法没有意义.
6. 请问什么是方法实现 ?
   1. 子类重写类父类的抽象方法,实现了方法主体,这就是方法实现.
7. 请问抽象类可以有构造方法吗,构造方法在抽象类有意义吗?
   1. 可以,有意义,子类的构造方法中可以调用抽象父类的构造方法给成员变量赋值.
8. 请问抽象类一定是父类吗?
   1. 抽象类一定是个父类，因为抽象类时不断抽取共性需求而来的
9. 请问抽象类中可以没有抽象方法吗 ?
   1. 抽象类中是可以不定义抽象方法的，此时仅仅是不让该类创建对象，用于某些特殊的设计需要。
10. 请问是先有抽象类还是先有子类?
    1. 设计时由具体类抽取出抽象类，而开发阶段应该先定义抽象父类，再根据不同需求由父类定义子类。

## 训练案例5

### 训练描述

请用代码描述:

一只黄色的加菲猫和一条白色名称为洛洛的哈士奇狗

要求: 把猫和狗共性抽取到动物类中

### 操作步骤答案

/\*

1.定义动物类(Animal)

a)成员变量 名称(name), 颜色(color)

b)要求:成员变量私有,提供空参和有参的构造方法

\*/

**public** **class** Animal {

// 名称(name)

**private** String name;

// 颜色(color)

**private** String color;

// 无参构造

**public** Animal() {

}

// 带参构造

**public** Animal(String name, String color) {

**this**.name = name;

**this**.color = color;

}

// setXxx和getXxx方法

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

}

/\*

2.定义猫类(Cat),继承Animal类

a)提供空参,有参构造方法,在有参构造中调用父类的构造方法

\*/

**public** **class** Cat **extends** Animal {

// 无参构造

**public** Cat() {

}

// 有参构造

**public** Cat(String name, String color) {

// 调用父类的有参构造,给父类的成员变量赋值

**super**(name, color);

}

}

/\*

3.定义狗类(Dog)

a)成员变量: 品种(breed)

b)提供空参,有参构造方法,在有参构造中调用父类的构造方法

\*/

**public** **class** Dog **extends** Animal {

// 品种(breed)

**private** String bread;

**public** Dog() {

}

**public** Dog(String name,String color, String bread) {

// 调用父类的有参构造方法,给父类的成员变量赋值

**super**(name, color);

// 给自己成员变量赋值

**this**.bread = bread;

}

}

/\*

请用代码描述:

4.创建测试类Test

a)提供main方法

b)在main方法中

i.使用Cat类的带参构造创建猫对象 c

ii.使用 Dog 类的带参构造创建狗对象 d

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// 使用Cat类的带参构造创建猫对象 c

Cat c = **new** Cat("加菲","黄色");

// 使用 Dog 类的带参构造创建狗对象 d

Dog d = **new** Dog("洛洛", "白色", "哈士奇");

}

}

## 训练案例6

### 训练描述

请绘制Dog d = new Dog(“洛洛”,”白色”,”哈士奇”); 这句代码的内存图

说明: 这里Dog类是第5题中的Dog类

### 操作步骤答案

![](data:image/png;base64,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)

# 关卡2

## 训练案例1

### 训练描述

请使用代码描述:

工资为8000元的30岁的王小平老师,会吃饭(吃工作餐)和讲课.

成绩为90分的15岁的李小乐学生,会吃饭(吃学生餐)和学习.

提示: 把老师和学生的共性抽取人类中,人类不使用抽象类

### 操作步骤答案

/\*

1.定义Person类

i.成员变量(私有): 名称(name),年龄(age)

ii.成员方法: 吃饭(void eat())

1.输出格式: 30岁的王小平在吃饭

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **class** Person {

// 名称(name)

**private** String name;

// 年龄(age)

**private** **int** age;

// 饭(void eat())

**public** **void** eat(){

System.***out***.println(age+"岁的"+name+"在吃饭");

}

// 空参构造

**public** Person() {

}

// 带参构造

**public** Person(String name, **int** age) {

**this**.name = name;

**this**.age = age;

}

// setXxx和getXxx方法

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

}

/\*

2.定义老师类(Teacher),继承Person类

i.成员变量: salary(工资)

ii.成员方法:

1. 重写父类的 eat()方法

a)输出: 工资为8000元的30岁的王小平老师在吃工作餐

2. 特有方法: lecture() 讲课方法

a)输出: 工资为8000元的30岁的王小平老师在讲课

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **class** Teacher **extends** Person {

// salary(工资)

**private** **int** salary;

// 重写父类的 eat()方法

**public** **void** eat() {

System.***out***.println("工资为"+salary+"元的"+getAge()+"岁的"+getName()+"老师在吃工作餐");

}

// lecture() 讲课方法

**public** **void** lecture(){

System.***out***.println("工资为"+salary+"元的"+getAge()+"岁的"+getName()+"老师在讲课");

}

// 空参构造

**public** Teacher() {

// 没有写会默认提供一个super();

}

// 带参构造方法

**public** Teacher(String name,**int** age, **int** salary) {

**super**(name,age);

**this**.salary = salary;

}

// 提供setXxx和getXxx方法

**public** **int** getSalary() {

**return** salary;

}

**public** **void** setSalary(**int** salary) {

**this**.salary = salary;

}

}

/\*

3.定义学生类(Student),继承Person类

i.成员变量: score(成绩)

ii.成员方法:

1. 重写父类的 eat()方法

a)输出: 成绩为90分的15岁的李小乐学生在吃学生餐

2. 特有方法: study() 学习方法

a)输出: 成绩为90分的15岁的李小乐学生在学习

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **class** Student **extends** Person {

// score(成绩)

**private** **int** score;

// 重写父类的 eat()方法

**public** **void** eat() {

System.***out***.println("成绩为"+score+"分的"+getAge()+"岁的"+getName()+"学生在吃学生餐");

}

// study() 学习方法

**public** **void** study(){

System.***out***.println("成绩为"+score+"分的"+getAge()+"岁的"+getName()+"学生在学习");

}

// 无参构造

**public** Student() {

**super**();

}

// 带参构造

**public** Student(String name, **int** age,**int** score) {

**super**(name, age);

**this**.score = score;

}

// 提供setXxx和getXxx方法

**public** **int** getScore() {

**return** score;

}

**public** **void** setScore(**int** score) {

**this**.score = score;

}

}

/\*

4.定义Test类

a)提供main方法

b)在main方法中

i.创建老师对象t,并把名称赋值为”王小平”,年龄赋值为30,工资赋值为8000

ii.调用老师对象t的吃饭方法

iii.调用老师对象t的讲解方法

iv.创建学生对象 s,并把名称赋值为”李小乐”,年龄赋值为14,成绩赋值为90分.

v.调用学生对象 s 的吃饭方法

vi.调用学生对象 s 的学习方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建老师对象t,并把名称赋值为”王小平”,年龄赋值为30,工资赋值为8000

Teacher t = **new** Teacher("王小平", 30, 8000);

// ii.调用老师对象t的吃饭方法

t.eat();

// iii.调用老师对象t的讲解方法

t.lecture();

// iv.创建学生对象 s,并把名称赋值为”李小乐”,年龄赋值为14,成绩赋值为90分.

Student s = **new** Student("李小乐", 14, 90);

// v.调用学生对象 s 的吃饭方法

s.eat();

// vi.调用学生对象 s 的学习方法

s.study();

}

}

## 训练案例2

### 训练描述

请使用代码描述:

2岁的红色的公鸡会吃饭(啄米)和打鸣

1岁的黑色的鸭子会吃饭(吃鱼)和游泳.

提示: 把公鸡和鸭子的共性抽取家禽类中,家禽类不使用抽象类

### 操作步骤答案

/\*

1.定义家禽类(Poultry)

i.成员变量(私有): 颜色(color),年龄(age)

ii.成员方法: 吃饭(void eat())

1.输出格式: 2岁的红色家禽在吃饭

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **class** Poultry {

// i.成员变量(私有):

// 颜色(color)

**private** String color;

// 年龄(age)

**private** **int** age;

// ii.成员方法: 吃饭(void eat())

// 1.输出格式: 2岁的红色家禽在吃饭

**public** **void** eat(){

System.***out***.println(age+"岁的"+color+"的家禽在吃饭");

}

// iii.提供空参和带参构造方法

**public** Poultry() {

**super**();

}

**public** Poultry(String color, **int** age) {

**super**();

**this**.color = color;

**this**.age = age;

}

// iv.提供setXxx和getXxx方法

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

}

/\*

2.定义公鸡类(Cock),继承Poultry类

i.成员方法:

1. 重写父类的 eat()方法

a)输出: 2岁的红色公鸡在啄米

2. 特有方法: 打鸣(crow)

a)输出: 2岁的红色公鸡在打鸣

ii.提供空参和带参构造方法

\*/

**public** **class** Cock **extends** Poultry{

// i.成员方法:

// 1. 重写父类的 eat()方法

// a)输出: 2岁的红色公鸡在啄米

**public** **void** eat() {

System.***out***.println(getAge()+"岁的"+getColor()+"公鸡在啄米");

}

// 2. 特有方法: 打鸣(crow)

// a)输出: 2岁的红色公鸡在打鸣

**public** **void** crow(){

System.***out***.println(getAge()+"岁的"+getColor()+"公鸡在打鸣");

}

// ii.提供空参和带参构造方法

**public** Cock() {

**super**();

}

**public** Cock(String color, **int** age) {

**super**(color, age);

}

}

/\*

3.定义鸭子类(Duck),继承Poultry类

i.成员方法:

1. 重写父类的 eat()方法

a)输出: 1岁的黑色的鸭子在吃鱼

2. 特有方法: swim() 游泳方法

a)输出: 1岁的黑色的鸭子在游泳

ii.提供空参和带参构造方法

\*/

**public** **class** Duck **extends** Poultry {

// i.成员方法:

// 1. 重写父类的 eat()方法

// a)输出: 1岁的黑色的鸭子在吃鱼

**public** **void** eat() {

System.***out***.println(getAge()+"岁"+getColor()+"的鸭子在吃鱼");

}

// 2. 特有方法: swim() 游泳方法

// a)输出: 1岁的黑色的鸭子在游泳

**public** **void** swim(){

System.***out***.println(getAge()+"岁"+getColor()+"的鸭子在游泳");

}

// ii.提供空参和带参构造方法

**public** Duck() {

**super**();

}

**public** Duck(String color, **int** age) {

**super**(color, age);

}

}

/\*

4.定义Test类

c)提供main方法

d)在main方法中

i.创建公鸡对象c,并把颜色赋值为”红色”,年龄赋值为2

ii.调用公鸡对象c的吃饭方法

iii.调用公鸡对象c的打鸣方法

iv.创建鸭子对象 d,并把颜色赋值为”黑色”,年龄赋值为1.

v.调用鸭子对象 d 的吃饭方法

vi.调用鸭子对象 d 的游泳方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建公鸡对象c,并把颜色赋值为”红色”,年龄赋值为2

Cock c = **new** Cock("红色", 2);

// ii.调用公鸡对象c的吃饭方法

c.eat();

// iii.调用公鸡对象c的打鸣方法

c.crow();

// iv.创建鸭子对象 d,并把颜色赋值为”黑色”,年龄赋值为1.

Duck d = **new** Duck("黑色", 1);

// v.调用鸭子对象 d 的吃饭方法

d.eat();

// vi.调用鸭子对象 d 的游泳方法

d.swim();

}

}

## 训练案例3

### 训练描述

请使用代码描述:

18岁的演员景甜会吃饭(吃小龙虾)和跳舞

30岁的歌手薛之谦会吃饭(吃大闸蟹)和唱歌.

要求: 把演员和歌手的共性抽取人类中,使用抽象类和抽象方法

### 操作步骤答案

/\*

1.定义抽象类 人类(Person)

i.成员变量(私有): 姓名(name),年龄(age)

ii.抽象方法: 吃饭(void eat())

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **abstract** **class** Person {

// i.成员变量(私有): 姓名(name),年龄(age)

**private** String name;

**private** **int** age;

// ii.抽象方法: 吃饭(void eat())

**public** **abstract** **void** eat();

// iii.提供空参和带参构造方法

**public** Person() {

}

**public** Person(String name, **int** age) {

**this**.name = name;

**this**.age = age;

}

// iv.提供setXxx和getXxx方法

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

}

/\*

2.定义演员类(Actor),继承Person类

i.成员方法:

1.重写父类的 eat()方法

a)输出: 18岁的演员景甜在吃小龙虾

2. 特有方法: 跳舞(dance)

a)输出: 18岁的演员景甜在跳白天鹅.

ii.提供空参和带参构造方法

\*/

**public** **class** Actor **extends** Person {

// i.成员方法:

// 1.重写父类的 eat()方法

// a)输出格式: 18岁的演员景甜在吃小龙虾

**public** **void** eat(){

System.***out***.println(getAge()+"岁的演员"+getName()+"在吃小龙虾");

}

// 2. 特有方法: 跳舞(dance)

// a)输出格式: 18岁的演员景甜在跳白天鹅.

**public** **void** dance(){

System.***out***.println(getAge()+"岁的演员"+getName()+"在跳白天鹅");

}

// ii.提供空参和带参构造方法

**public** Actor() {

**super**();

}

**public** Actor(String name, **int** age) {

**super**(name, age);

}

}

/\*

3.定义歌手类(Singer),继承Person类

i.成员方法:

1. 重写父类的 eat()方法

a)输出: 30岁的歌手薛之谦在吃大闸蟹

2. 特有方法: sing() 唱歌

a)输出: 30岁的歌手薛之谦在演唱丑八怪

ii.提供空参和带参构造方法

\*/

**public** **class** Singer **extends** Person {

// i.成员方法:

// 1. 重写父类的 eat()方法

// a)输出: 30岁的歌手薛之谦在吃大闸蟹

**public** **void** eat() {

System.***out***.println(getAge()+"岁的歌手"+getName()+"在吃大闸蟹");

}

// 2. 特有方法: sing() 唱歌

// a)输出: 30岁的歌手薛之谦在演唱丑八怪

**public** **void** sing(){

System.***out***.println(getAge()+"岁的歌手"+getName()+"在演唱丑八怪");

}

// ii.提供空参和带参构造方法

**public** Singer() {

**super**();

}

**public** Singer(String name, **int** age) {

**super**(name, age);

}

}

/\*

4.定义Test类

e)提供main方法

f)在main方法中

i.创建演员对象a,并把名称赋值为”景甜”,年龄赋值为18

ii.调用演员对象a的吃饭方法

iii.调用演员对象a的跳舞方法

iv.创建歌手对象 s,并把姓名赋值为”薛之谦”,年龄赋值为30.

v.调用歌手对象 s 的吃饭方法

vi.调用歌手对象 s 的唱歌方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建演员对象a,并把名称赋值为”景甜”,年龄赋值为18

Actor a = **new** Actor("景甜", 18);

// ii.调用演员对象a的吃饭方法

a.eat();

// iii.调用演员对象a的跳舞方法

a.dance();

// iv.创建歌手对象 s,并把姓名赋值为”薛之谦”,年龄赋值为30.

Singer s = **new** Singer("薛之谦",30);

// v.调用歌手对象 s 的吃饭方法

s.eat();

// vi.调用歌手对象 s 的唱歌方法

s.sing();

}

}

## 训练案例4

### 训练描述

请使用代码描述:

四条腿黑色的狗会吃饭(吃骨头)和看家

两条腿的绿色鹦鹉吃饭(吃小米)和说话.

要求: 把狗和鹦鹉的共性抽取动物类中,使用抽象类和抽象方法

### 操作步骤答案

/\*

1.定义抽象类 动物类(Animal)

i.成员变量(私有): 颜色(color),腿的个数(numOfLegs)

ii.抽象方法: 吃饭(void eat())

iii.提供空参和带参构造方法

iv.提供setXxx和getXxx方法

\*/

**public** **abstract** **class** Animal {

// i.成员变量(私有): 颜色(color),腿的个数(numOfLegs)

**private** String color;

**private** **int** numOfLegs;

// ii.抽象方法: 吃饭(void eat())

**public** **abstract** **void** eat();

// iii.提供空参和带参构造方法

**public** Animal() {

}

**public** Animal(String color, **int** numOfLegs) {

**this**.color = color;

**this**.numOfLegs = numOfLegs;

}

// iv.提供setXxx和getXxx方法

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

**public** **int** getNumOfLegs() {

**return** numOfLegs;

}

**public** **void** setNumOfLegs(**int** numOfLegs) {

**this**.numOfLegs = numOfLegs;

}

}

/\*

2.定义狗类(Dog),继承Animal类

i.成员方法:

1.重写父类的 eat()方法

a)输出格式:: 4条腿黑色的狗在啃骨头

2. 特有方法: 看家(lookHome)

a)输出格式:: 4条腿黑色的狗在看家.

ii.提供空参和带参构造方法

\*/

**public** **class** Dog **extends** Animal {

// i.成员方法:

// 1.重写父类的 eat()方法

// a)输出格式:: 4条腿黑色的狗在啃骨头

**public** **void** eat() {

System.***out***.println(getNumOfLegs()+"条腿"+getColor()+"的狗在啃骨头");

}

// 2. 特有方法: 看家(lookHome)

// a)输出格式:: 4条腿黑色的狗在看家.

**public** **void** lookHome(){

System.***out***.println(getNumOfLegs()+"条腿"+getColor()+"的狗在看家");

}

// ii.提供空参和带参构造方法

**public** Dog() {

**super**();

}

**public** Dog(String color, **int** numOfLegs) {

**super**(color, numOfLegs);

}

}

/\*

3.定义鹦鹉类(Parrot),继承Animal类

i.成员方法:

1. 重写父类的 eat()方法

a)输出格式: 2条腿的绿色鹦鹉在吃小米

2. 特有方法: say() 说明

a)输出格式: 2条腿的绿色鹦鹉在说你好,丑八怪

ii.提供空参和带参构造方法

\*/

**public** **class** Parrot **extends** Animal {

// i.成员方法:

// 1. 重写父类的 eat()方法

// a)输出格式: 2条腿的绿色鹦鹉在吃小米

**public** **void** eat(){

System.***out***.println(getNumOfLegs()+"条腿的"+getColor()+"鹦鹉在吃小米");

}

// 2. 特有方法: say() 说明

// a)输出格式: 2条腿的绿色鹦鹉在说你好,丑八怪

**public** **void** say(){

System.***out***.println(getNumOfLegs()+"条腿的"+getColor()+"鹦鹉在说 你好,丑八怪");

}

// ii.提供空参和带参构造方法

**public** Parrot() {

**super**();

}

**public** Parrot(String color, **int** numOfLegs) {

**super**(color, numOfLegs);

}

}

/\*

4.定义Test类

a)提供main方法

b)在main方法中

i.创建Dog对象d,并把颜色赋值为”黑色”,腿的个数赋值为4

ii.调用Dog对象d的吃饭方法

iii.调用Dog对象d的看家方法

iv.创建Porrot对象 p,并把颜色赋值为”绿色”,腿的个数赋值为2.

v.调用Porrot对象 p 的吃饭方法

vi.调用Porrot对象 p 的说话方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建Dog对象d,并把颜色赋值为”黑色”,腿的个数赋值为4

Dog d = **new** Dog("黑色",4);

// ii.调用Dog对象d的吃饭方法

d.eat();

// iii.调用Dog对象d的看家方法

d.lookHome();

// iv.创建Porrot对象 p,并把颜色赋值为”绿色”,腿的个数赋值为2.

Parrot p = **new** Parrot("绿色",2);

// v.调用Porrot对象 p 的吃饭方法

p.eat();

// vi.调用Porrot对象 p 的说话方法

p.say();

}

}

## 训练案例5

### 训练描述

请使用代码描述

在动物园中有多种动物,每种动物都年龄和腿的个数,按吃的不同分为食肉动物和食草动物

食肉动物: 有老虎,啄木鸟

食草动物: 有长颈鹿,兔子

吃的东西:

老虎: 年龄为 2的4条腿的老虎在吃羊

啄木鸟: 年龄为 1岁的2条腿的啄木鸟的在吃昆虫

长颈鹿: 年龄为 3 岁的4条腿的长颈鹿在吃树叶

兔子: 年龄为 1岁的4条腿的兔子在吃狗尾草

### 操作步骤答案

/\*

1.定义抽象类动物类(Animal)

a)成员变量:年龄(age),腿的个数(numOfLegs)

b)抽象方法: void eat()

c)提供空参和有参构造方法和setXxx和getXxx方法

\*/

**public** **abstract** **class** Animal {

// a)成员变量:年龄(age),腿的个数(numOfLegs)

**private** **int** age;

**private** **int** numOfLegs;

// b)抽象方法: void eat()

**public** **abstract** **void** eat();

// c)提供空参和有参构造方法和setXxx和getXxx方法

**public** Animal() {

**super**();

}

**public** Animal(**int** age, **int** numOfLegs) {

**super**();

**this**.age = age;

**this**.numOfLegs = numOfLegs;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

**public** **int** getNumOfLegs() {

**return** numOfLegs;

}

**public** **void** setNumOfLegs(**int** numOfLegs) {

**this**.numOfLegs = numOfLegs;

}

}

/\*

2.定义抽象类食肉类动物(Carnivore)继承自动物类(Animal)

a)提供空参和有参构造方法

\*/

**public** **abstract** **class** Carnivore **extends** Animal {

// a)提供空参和有参构造方法

**public** Carnivore() {

**super**();

}

**public** Carnivore(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

3.定义抽象类食草类动物(Herbivore)继承自动物类(Animal)

a)提供空参和有参构造方法

\*/

**public** **abstract** **class** Herbivore **extends** Animal {

// a)提供空参和有参构造方法

**public** Herbivore() {

**super**();

}

**public** Herbivore(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

4.定义老虎类(Tiger)继承食肉类动物(Carnivore)

a)重写eat()方法

i.输出格式: 年龄为 2的4条腿的老虎在吃羊

b)提供空参和有参构造方法

\*/

**public** **class** Tiger **extends** Carnivore {

// a)重写eat()方法

// i.输出格式: 年龄为 2的4条腿的老虎在吃羊

**public** **void** eat() {

System.***out***.println("年龄为 "+getAge()+"的"+getNumOfLegs()+"条腿的老虎在吃羊");

}

// b)提供空参和有参构造方法

**public** Tiger() {

**super**();

}

**public** Tiger(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

5.定义啄木鸟(Pecker)继承食肉类动物(Carnivore)

a)重写eat()方法

i.输出格式: 年龄为 1岁的2条腿的啄木鸟的在吃昆虫

b)提供空参和有参构造方法

\*/

**public** **class** Pecker **extends** Carnivore {

//a)重写eat()方法

// i.输出格式: 年龄为 1岁的2条腿的啄木鸟的在吃昆虫

**public** **void** eat(){

System.***out***.println("年龄为 "+getAge()+"岁的"+getNumOfLegs()+"条腿的啄木鸟的在吃昆虫");

}

//b)提供空参和有参构造方法

**public** Pecker() {

**super**();

}

**public** Pecker(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

6.定义长颈鹿(Giraffe)继承食草动物(Herbivore)

a)重写eat()方法

i.输出格式: 年龄为 3 岁的4条腿的长颈鹿在吃树叶

b)提供空参和有参构造方法

\*/

**public** **class** Giraffe **extends** Herbivore {

//a)重写eat()方法

// i.输出格式: 年龄为 3 岁的4条腿的长颈鹿在吃树叶

**public** **void** eat(){

// 子类中访问没有被重写父类的成员方法: 可以直接调用,this.方法名(实际参数列表)调用,也可以super.方法名(实际参数列表)调用

System.***out***.println("年龄为 "+**this**.getAge()+" 岁的"+**super**.getNumOfLegs()+"条腿的长颈鹿在吃树叶");

}

//b)提供空参和有参构造方法

**public** Giraffe() {

**super**();

}

**public** Giraffe(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

7.定义兔子(Rabbit)继承食草动物(Herbivore)

a)重写eat()方法

i.输出格式: 年龄为 1岁的4条腿的兔子在吃狗尾草

b)提供空参和有参构造方法

\*/

**public** **class** Rabbit **extends** Herbivore {

//a)重写eat()方法

// i.输出格式: 年龄为 1岁的4条腿的兔子在吃狗尾草

**public** **void** eat(){

System.***out***.println("年龄为 "+getAge()+"岁的"+getNumOfLegs()+"条腿的兔子在吃狗尾草");

}

//b)提供空参和有参构造方法

**public** Rabbit() {

**super**();

}

**public** Rabbit(**int** age, **int** numOfLegs) {

**super**(age, numOfLegs);

}

}

/\*

8.定义测试类Test

a)提供main方法

b)在main方法中

i.创建老虎对象 t,年龄赋值为2,腿的个数赋值为4;调用老虎对象t的eat()方法

ii.创建啄木鸟对象 p,年龄赋值为1,腿的个数赋值为2;调用啄木鸟对象p的eat()方法

iii.创建长颈鹿对象 g,年龄赋值为3,腿的个数赋值为4;调用长颈鹿对象g的eat()方法

iv.创建兔子对象 r,年龄赋值为1,,腿的个数赋值为4;调用兔子对象r的eat()方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建老虎对象 t,年龄赋值为2,腿的个数赋值为4;调用老虎对象t的eat()方法

Tiger t = **new** Tiger(2, 4);

t.eat();

// ii.创建啄木鸟对象 p,年龄赋值为1,腿的个数赋值为2;调用啄木鸟对象p的eat()方法

Pecker p = **new** Pecker(1, 2);

p.eat();

// iii.创建长颈鹿对象 g,年龄赋值为3,腿的个数赋值为4;调用长颈鹿对象g的eat()方法

Giraffe g = **new** Giraffe(3, 4);

g.eat();

// iv.创建兔子对象 r,年龄赋值为1,,腿的个数赋值为4;调用兔子对象r的eat()方法

Rabbit r = **new** Rabbit(1,4);

r.eat();

}

}

## 训练案例6

### 训练描述

请用代码描述：

20岁1.75米的男孩慕容紫英有一个18岁1.6米瓜子脸女朋友欧阳青青

欧阳青青在洗一件白色的李宁牌子的衣服

慕容紫英去散步(和欧阳青青)

慕容紫英用带有阳刚之气的声音对欧阳青青说:我会守护你一生一世

欧阳青青微笑着用于甜美的声音对慕容紫英说:有你在我就安心.

要求: 男孩和女孩的共有成员提取到人类中,使用抽象类和抽象方法

### 操作步骤答案

/\*

1.定义衣服类(Clothes)

a)成员变量:

i.颜色(color)

ii.品牌(brand)

b)提供 无参,带参构造和setXxx和getXxx方法

\*/

**public** **class** Clothes {

// a)成员变量:

// i.颜色(color)

**private** String color;

// ii.品牌(brand)

**private** String brand;

// b)提供 无参,带参构造和setXxx和getXxx方法

**public** Clothes() {

**super**();

}

**public** Clothes(String color, String brand) {

**super**();

**this**.color = color;

**this**.brand = brand;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

**public** String getBrand() {

**return** brand;

}

**public** **void** setBrand(String brand) {

**this**.brand = brand;

}

}

/\*

2.抽象类(Person)

a)成员变量

i.姓名 name

ii.年龄 age

iii.身高 height

b)成员方法

i.抽象方法 void say(String content)

c)要求

i.提供无参和带参构造

ii.提供setXxx和getXxx方法

\*/

**public** **abstract** **class** Person {

//a)成员变量

// i.姓名 name

**private** String name;

// ii.年龄 age

**private** **int** age;

// iii.身高 height

**private** **double** height;

//b)成员方法

// i.抽象方法 void say(String content)

**public** **abstract** **void** say(String content);

//c)要求

// i.提供无参和带参构造

**public** Person() {

**super**();

}

**public** Person(String name, **int** age, **double** height) {

**super**();

**this**.name = name;

**this**.age = age;

**this**.height = height;

}

// ii.提供setXxx和getXxx方法

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

**public** **double** getHeight() {

**return** height;

}

**public** **void** setHeight(**double** height) {

**this**.height = height;

}

}

/\*

3. 定义Girl类继承Person类

a)成员变量

i.脸型(String face)

b)成员方法:

i.重写父类的 void say(String content) 方法

1.输出格式: 欧阳青青微笑着用于甜美的声音对慕容紫英说:有你在我就安心.

ii.特有方法: 洗衣服 wash(Clothes c)

输出格式: 欧阳青青在洗一件白色的李宁牌子的衣服

c)要求:

i.提供无参和带参构造

ii.提供setXxx和getXxx方法

\*/

**public** **class** Girl **extends** Person {

//a)成员变量

// i.脸型(String face)

**private** String face;

//b)成员方法:

// i.重写父类的 void say(String content) 方法

// 1.输出格式: 欧阳青青微笑着用于甜美的声音对慕容紫英说:有你在我就安心.

**public** **void** say(String countent){

System.***out***.println(getName()+"微笑着用于甜美的声音对慕容紫英说:"+countent);

}

// ii.特有方法: 洗衣服 wash(Clothes c)

// 输出格式: 欧阳青青在洗一件白色的李宁牌子的衣服

**public** **void** wash(Clothes c){

System.***out***.println(getName()+"在洗一件"+c.getColor()+"的"+c.getBrand()+"牌子的衣服");

}

//c)要求:

// i.提供无参和带参构造

// ii.提供setXxx和getXxx方法

**public** Girl() {

**super**();

}

**public** Girl(String name, **int** age, **double** height,String face) {

**super**(name, age, height);

**this**.face = face;

}

}

/\*

4.定义Boy类继承Person类

a)成员变量

i.女朋友 (girlFriend)

b)成员方法:

i.重写父类的 void say(String content) 方法

输出格式:容紫英用带有阳刚之气的声音对欧阳青青说:我会守护你一生一世

ii.特有方法: 散步 walking()

输出格式: 慕容紫英和欧阳青青在河边的林荫小道上手牵着手散步

c)要求:

i.提供无参和带参构造

iii.提供setXxx和getXxx方法

\*/

**public** **class** Boy **extends** Person {

//a)成员变量

// i.女朋友 (girlFirend)

**private** Girl girlFriend;

//b)成员方法:

// i.重写父类的 void say(String content) 方法

// 输出格式:容紫英用带有阳刚之气的声音对欧阳青青说:我会守护你一生一世

**public** **void** say(String content){

System.***out***.println(getName()+"带有阳刚之气的声音对"+girlFriend.getName()+"说:"+content);

}

// ii.特有方法: 散步 walking()

// 输出格式: 慕容紫英和欧阳青青在河边的林荫小道上手牵着手散步

**public** **void** walking(){

System.***out***.println(getName()+"和"+girlFriend.getName()+"在河边的林荫小道上手牵着手散步");

}

//c)要求:

// i.提供无参和带参构造

**public** Boy() {

**super**();

}

**public** Boy(String name, **int** age, **double** height,Girl girlFriend) {

**super**(name, age, height);

**this**.girlFriend = girlFriend;

}

// iii.提供setXxx和getXxx方法

**public** Girl getGirlFriend() {

**return** girlFriend;

}

**public** **void** setGirlFriend(Girl girlFriend) {

**this**.girlFriend = girlFriend;

}

}

/\*

5.定义测试类Test

a)提供main方法

b)在main方法中

i.创建衣服对象 c,品牌初始化为李宁,颜色初始化为白色

ii.创建女孩对象 girl,姓名赋值为欧阳青青,年龄赋值为18,身高赋值为1.6,脸型赋值为瓜子脸

iii.创建男孩对象 boy,姓名赋值为慕容紫英,年龄赋值以为20,身高赋值1.75,女朋友赋值为girl

iv.调用对象girl的洗衣服方法

v.调用对象boy的散步方法

vi.调用对象boy的说话方法,传入:我会守护你一生一世.

vii.调用对象 girl 的说话方法,传入: 有你在我就安心.

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.创建衣服对象 c,品牌初始化为李宁,颜色初始化为白色

Clothes c = **new** Clothes("白色", "李宁");

// ii.创建女孩对象 girl,姓名赋值为欧阳青青,年龄赋值为18,身高赋值为1.6,脸型赋值为瓜子脸

Girl girl = **new** Girl("欧阳青青", 18, 1.6, "瓜子脸");

// iii.创建男孩对象 boy,姓名赋值为慕容紫英,年龄赋值以为20,身高赋值1.75,女朋友赋值为girl

Boy boy = **new** Boy("慕容紫英", 20, 1.75, girl);

// iv.调用对象girl的洗衣服方法

girl.wash(c);

// v.调用对象boy的散步方法

boy.walking();

// vi.调用对象boy的说话方法,传入:我会守护你一生一世

boy.say("我会守护你一生一世.");

// vii.调用对象 girl 的说话方法,传入: 有你在我就安心.

girl.say("有你在我就安心.");

}

}

## 训练案例7

### 训练描述

请用代码描述

四个轮子的白色的汽车可以跑和加油

两个轮子的红色电动自行车可以跑和充电

要求: 把汽车和电动自行车的共性抽取到交通工具类中

### 操作步骤答案

/\*

1.定义交通工具类(Vehicle)

a)成员变量

i.轮子个数 wheel

ii.颜色 color

b)成员方法

i.跑 run()

1.打印格式: 4个轮子白色的车在跑

c)要求:

i.成员变量不带权限修饰符,方法是公共权限的.

\*/

**public** **class** Vehicle {

// a)成员变量

// i.轮子个数 wheel

**int** wheel;

// ii.颜色 color

String color;

//b)成员方法

// i.跑 run()

// 1.打印格式: 四个轮子白色的车在跑

**public** **void** run(){

System.***out***.println(wheel+"个轮子"+color+"的车在跑");

}

}

/\*

2.定义小汽车类(Car),继承Vehicle类

a)成员方法: 加油 (addGasoline() ))

i.在方法中的输出格式为: 4个轮子的白色小汽车在加油

\*/

**public** **class** Car **extends** Vehicle{

// a)成员方法: 加油 (addGasoline() ))

// i.在方法中的输出格式为: 4个轮子的白色小汽车在加油

**public** **void** addGasoline(){

System.***out***.println(wheel+"个轮子的"+color+"小汽车在加油");

}

}

/\*

3.定义电动车类(ElectricBicycle),继承Vehicle类

a)成员方法: 充电 (charge())

i.在方法中的输出格式为: 2个轮子的黑色电动自行车在充电

\*/

**public** **class** ElectricBicycle **extends** Vehicle {

// a)成员方法: 充电 (charge())

// i.在方法中的输出格式为: 2个轮子的黑色电动自行车在充电

**public** **void** charge(){

System.***out***.println(wheel+"个轮子的"+color+"电动自行车在充电");

}

}

/\*

4.定义测试类Test

c)提供main方法

d)在main方法中

i.使用空参构造,创建Car 对象c

ii.把c对象的成员wheel 赋值为 4

iii.把c对象的成员color赋值为 白色

iv.调用c对象成员方法run方法

v.调用c对象的成员方法addGasoline()

vi.使用空参构造,创建ElectricBicycle对象 eb

vii.把eb对象的成员wheel 赋值为2

viii.把ed对象的成员color赋值为 黑色

ix.调用ed对象成员方法run方法

x.调用ed对象成员方法 charge方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// i.使用空参构造,创建Car 对象c

Car c = **new** Car();

// ii.把c对象的成员wheel 赋值为 4

c.wheel = 4;

// iii.把c对象的成员color赋值为 白色

c.color = "白色";

// iv.调用c对象成员方法run方法

c.run();

// v.调用c对象的成员方法addGasoline()

c.addGasoline();

// vi.使用空参构造,创建ElectricBicycle对象 eb

ElectricBicycle eb = **new** ElectricBicycle();

// vii.把eb对象的成员wheel 赋值为2

eb.wheel = 2;

// viii.把ed对象的成员color赋值为 黑色

eb.color = "黑色";

// ix.调用ed对象成员方法run方法

eb.run();

// x.调用ed对象成员方法 charge方法

eb.charge();

}

}

# 关卡3

## 训练案例1

### 训练描述

请用代码描述:

白色4条腿的北极熊(Bear)会吃(吃蜂蜜)和抓鱼(catchFish)

黑色4条腿的大熊猫(Panda)会吃(吃竹子)和爬树(climbTree)

要求: 把北极熊和大熊猫的共性提取动物类(Animal)中,不使用抽象类

### 操作步骤

1. 定义动物类（Animal）类

1. 属性： 颜色（color），腿的个数(numOfLegs)

1. 成员方法: eat()
   1. 输出格式: 白色4条腿的动物在吃东西
2. 提供带参构造和setXxx和getXxx方法

2. 定义北极熊（Bear）类 继承 动物（Animal）类

1. 成员方法：

1. 重写父类的eat()方法

输出格式： 白色4条腿的北极熊在吃蜂蜜

2. 特有方法: 抓鱼(catchFish)

输出格式: 白色4条腿的北极熊在抓鱼

2. 提供：带参构造方法

3. 定义大熊猫（Panda）类 继承动物（Animal）类

1. 成员方法：

1. 重写父类的eat()方法

输出格式： 白色4条腿的大熊猫在吃竹子

2. 特有方法: 爬树(climbTree)

输出格式: 黑色4条腿的大熊猫在爬树

2. 提供：带参构造方法

4. 定义测试类Test

1. 提供main方法

2. 在main方法中

1. 创建北极熊对象 b,颜色赋值为白色,腿的个数赋值为4

2. 调用北极熊对象b的吃方法

1. 调用北极熊对象b的抓鱼方法

4. 创建大熊猫对象 p,颜色赋值为黑色,腿的个数赋值为4

5. 调用大熊猫对象p的吃方法

6. 调用大熊猫对象p的爬树方法

### 操作步骤答案

/\*

1. 定义动物类（Animal）类

1. 属性： 颜色（color），腿的个数(numOfLegs)

2.成员方法: eat()

a)输出格式: 白色4条腿的动物在吃东西

3. 提供带参构造和setXxx和getXxx方法

\*/

**public** **class** Animal {

// 1. 属性： 颜色（color），腿的个数(numOfLegs)

**private** String color;

**private** **int** numOfLegs;

// 2.成员方法: eat()

// a)输出格式: 白色4条腿的动物在吃东西

**public** **void** eat(){

System.***out***.println(color+numOfLegs+"条腿的动物在吃东西");

}

// 3. 提供带参构造和setXxx和getXxx方法

**public** Animal() {

**super**();

}

**public** Animal(String color, **int** numOfLegs) {

**super**();

**this**.color = color;

**this**.numOfLegs = numOfLegs;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

**public** **int** getNumOfLegs() {

**return** numOfLegs;

}

**public** **void** setNumOfLegs(**int** numOfLegs) {

**this**.numOfLegs = numOfLegs;

}

}

/\*

2. 定义北极熊（Bear）类 继承 动物（Animal）类

1. 成员方法：

1. 重写父类的eat()方法

输出格式： 白色4条腿的北极熊在吃蜂蜜

2. 特有方法: 抓鱼(catchFish)

输出格式: 白色4条腿的北极熊在抓鱼

2. 提供：带参构造方法

\*/

**public** **class** Bear **extends** Animal {

// 1. 成员方法：

// 1. 重写父类的eat()方法

// 输出格式： 白色4条腿的北极熊在吃蜂蜜

**public** **void** eat() {

System.***out***.println(getColor()+getNumOfLegs()+"腿的北极熊在吃蜂蜜");

}

// 2. 特有方法: 抓鱼(catchFish)

// 输出格式: 白色4条腿的北极熊在抓鱼

**public** **void** catchFish(){

System.***out***.println(getColor()+getNumOfLegs()+"腿的北极熊在抓鱼");

}

// 2. 提供：带参构造方法

**public** Bear() {

**super**();

}

**public** Bear(String color, **int** numOfLegs) {

**super**(color, numOfLegs);

}

}

/\*

3. 定义大熊猫（Panda）类 继承 动物（Animal）类

1. 成员方法：

1. 重写父类的eat()方法

输出格式： 白色4条腿的大熊猫在吃竹子

2. 特有方法: 爬树(climbTree)

输出格式: 黑色4条腿的大熊猫在爬树

2. 提供：带参构造方法

\*/

**public** **class** Panda **extends** Animal {

// 1. 成员方法：

// 1. 重写父类的eat()方法

// 输出格式： 白色4条腿的大熊猫在吃竹子

**public** **void** eat() {

System.***out***.println(getColor()+getNumOfLegs()+"条腿的大熊猫在吃竹子");

}

// 2. 特有方法: 爬树(climbTree)

// 输出格式: 黑色4条腿的大熊猫在爬树

**public** **void** climbTree(){

System.***out***.println(getColor()+getNumOfLegs()+"条腿的大熊猫在爬树");

}

// 2. 提供：带参构造方法

**public** Panda() {

**super**();

}

**public** Panda(String color, **int** numOfLegs) {

**super**(color, numOfLegs);

}

}

/\*

4. 定义测试类Test

1. 提供main方法

2. 在main方法中

1. 创建北极熊对象 b,颜色赋值为白色,腿的个数赋值为4

2. 调用北极熊对象b的吃方法

3.调用北极熊对象b的抓鱼方法

4. 创建大熊猫对象 p,颜色赋值为黑色,腿的个数赋值为4

5. 调用大熊猫对象p的吃方法

6. 调用大熊猫对象p的爬树方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// 1. 创建北极熊对象 b,颜色赋值为白色,腿的个数赋值为4

Bear b = **new** Bear("白色", 4);

// 2. 调用北极熊对象b的吃方法

b.eat();

// 3.调用北极熊对象b的抓鱼方法

b.catchFish();

// 4. 创建大熊猫对象 p,颜色赋值为黑色,腿的个数赋值为4

Panda p = **new** Panda("黑色", 4);

// 5. 调用大熊猫对象p的吃方法

p.eat();

// 6. 调用大熊猫对象p的爬树方法

p.climbTree();

}

}

## 训练案例2

### 训练描述

请使用代码描述:

4个轮子的白色的汽车可以跑(开着跑)和加油

2个轮子的红色电动自行车可以跑(骑着跑)和充电

要求: 把汽车和电动自行车的共性抽取到交通工具类中,使用抽象类和抽象方法

### 操作步骤

1. 定义抽象交通工具类(Vehicle)
   1. 成员变量
      1. 轮子个数 wheel
      2. 颜色 color
   2. 抽象方法
      1. 跑 run()
   3. 要求： 提供空参构造和带参构造以及setters和getters方法
2. 定义小汽车类(Car),继承Vehicle类
   1. 成员方法
      1. 重写父类的run方法
         1. 输出格式： 4个轮子的白色的汽车开着跑
      2. 特有方法: 加油 (addGasoline() )
         1. 在方法中的输出格式为: 4个轮子的白色汽车在加油
   2. 要求：提供空参构造和带参构造
3. 定义电动车类(ElectricBicycle),继承Vehicle类
   1. 成员方法
      1. 重写父类的run方法
         1. 输出格式： 2个轮子的黑色的电动车骑着跑
      2. 特有成员方法: 充电 (charge())
         1. 在方法中的输出格式为: 2个轮子的黑色电动自行车在充电
   2. 要求：提供提供空参构造和带参构造
4. 定义测试类Test
   1. 提供main方法
   2. 在main方法中
5. 创建Car 对象c，把颜色赋值为白色，把轮子个数赋值为4
6. 调用c对象成员方法run方法
7. 调用c对象的成员方法addGasoline()
8. 创建ElectricBicycle对象 eb，吧颜色赋值为黑色，轮子个数赋值为2
9. 调用ed对象成员方法run方法
10. 调用ed对象成员方法 charge方法

### 操作步骤答案

/\*

1. 定义抽象交通工具类(Vehicle)

a)成员变量

i.轮子个数 wheel

ii.颜色 color

b)抽象方法

i.跑 run()

c)要求： 提供提供空参构造和带参构造以及getters和setters方法

\*/

**public** **abstract** **class** Vehicle {

// a)成员变量

// i.轮子个数 wheel

**private** **int** wheel;

// ii.颜色 color

**private** String color;

//b)抽象方法

// i.跑 run()

**public** **abstract** **void** run();

// c) 提供提供空参构造和带参构造以及getters和setters方法

**public** Vehicle() {

**super**();

}

**public** Vehicle(**int** wheel, String color) {

**this**.wheel = wheel;

**this**.color = color;

}

**public** **int** getWheel() {

**return** wheel;

}

**public** **void** setWheel(**int** wheel) {

**this**.wheel = wheel;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

}

/\*

2.定义小汽车类(Car),继承Vehicle类

a)成员方法

i.重写父类的run方法

1.输出格式： 4个轮子的白色的汽车开着跑

ii.特有方法: 加油 (addGasoline() ))

1.在方法中的输出格式为: 4个轮子的白色汽车在加油

b) 要求：提供空参构造和带参构造

\*/

**public** **class** Car **extends** Vehicle{

//a)成员方法

// i.重写父类的run方法

// 1.输出格式： 4个轮子的白色的汽车开着跑

**public** **void** run(){

System.***out***.println(getWheel()+"个轮子"+getColor()+"的汽车开着跑");

}

// ii.特有方法: 加油 (addGasoline())

// 1.在方法中的输出格式为: 4个轮子的白色小汽车在加油

**public** **void** addGasoline(){

System.***out***.println(getWheel()+"个轮子"+getColor()+"的汽车在加油");

}

//b) 要求：提供空参构造和带参构造

**public** Car() {

**super**();

}

**public** Car(**int** wheel, String color) {

**super**(wheel, color);

}

}

/\*

3.定义电动车类(ElectricBicycle),继承Vehicle类

a)成员方法

i.重写父类的run方法

1.输出格式： 2个轮子的黑色的电动车骑着跑

ii.特有成员方法: 充电 (charge())

1.在方法中的输出格式为: 2个轮子的黑色电动自行车在充电

b) 要求：提供提供空参构造和带参构造

\*/

**public** **class** ElectricBicycle **extends** Vehicle{

// a)成员方法

// i.重写父类的run方法

// 1.输出格式： 2个轮子的黑色的电动车骑着跑

**public** **void** run() {

System.***out***.println(getWheel()+"个轮子的"+getColor()+"的电动车骑着跑");

}

// ii.特有成员方法: 充电 (charge())

// 1.在方法中的输出格式为: 2个轮子的黑色电动自行车在充电

**public** **void** charge(){

System.***out***.println(getWheel()+"个轮子的"+getColor()+"的电动车在充电");

}

// b) 要求：提供提供空参构造和带参构造

**public** ElectricBicycle() {

**super**();

}

**public** ElectricBicycle(**int** wheel, String color) {

**super**(wheel, color);

}

}

/\*

4.定义测试类Test

a)提供main方法

b)在main方法中

①　创建Car 对象c，把颜色赋值为白色，把轮子个数赋值为4

②　调用c对象成员方法run方法

③　 调用c对象的成员方法addGasoline()

④　 创建ElectricBicycle对象 eb，吧颜色赋值为黑色，轮子个数赋值为2

⑤　调用ed对象成员方法run方法

⑥　 调用ed对象成员方法 charge方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// ①　创建Car 对象c，把颜色赋值为白色，把轮子个数赋值为4

Car c = **new** Car(4, "白色");

// ②　调用c对象成员方法run方法

c.run();

// ③　 调用c对象的成员方法addGasoline()

c.addGasoline();

// ④　 创建ElectricBicycle对象 eb，吧颜色赋值为黑色，轮子个数赋值为2

ElectricBicycle eb = **new** ElectricBicycle(2, "黑色");

// ⑤　调用ed对象成员方法run方法

eb.run();

// ⑥　 调用ed对象成员方法 charge方法

eb.charge();

}

}

## 训练案例3

### 训练描述

请使用代码描述

在传智播客有很多员工(Employee),按照工作内容不同分教研部员工(Teacher)和行政部员工(AdminStaff)

教研部根据教学的方式不同又分为讲师(Lecturer)和助教(Tutor)

行政部根据负责事项不同,有分为维护专员(Maintainer),采购专员(Buyer)

公司的每一个员工都编号,姓名和其负责的工作

工作内容:

讲师: 工号为 666 的讲师 傅红雪 在讲课

助教: 工号为 668的助教 顾棋 在帮助学生解决问题

维护专员: 工号为 686 的维护专员 庖丁 在解决不能共享屏幕问题

采购专员: 工号为 888 的采购专员 景甜 在采购音响设备

提示: 参考今天的综合案例

### 操作步骤描述

一. 分析继承关系

1. 顶层类： 员工类(Employee)
2. 教研部员工（Teacher）和行政部员工(AdminStaff)继承员工类(Employee)
3. 讲师(Lecturer)和助教(Tutor)继承教研部员工(Teacher)
4. 维护专员(Maintainer),采购专员(Buyer) 继承行政部员工(AdminStaff)
5. 代码实现步骤:
6. 定义抽象类员工类(Employee)
   1. 成员变量: 工号(id),姓名(name)
   2. 抽象方法: void work();
   3. 提供无参和带参的构造方法以及setters和getters
7. 定义抽象类教研部员工（Teacher）类继承员工类(Employee)
   1. 提供无参和带参的构造方法
8. 定义抽象类行政部员工(AdminStaff)类继承员工类(Employee)
   1. 提供无参和带参的构造方法
9. 定义讲师(Lecturer)类继承研部员工（Teacher）类
   1. 提供无参和带参的构造方法
   2. 实现抽象方法: void work();

输出格式: 工号为 666 的讲师 傅红雪 在讲课

1. 定义助教(Tutor)类继承研部员工（Teacher）类
   1. 提供无参和带参的构造方法
   2. 实现抽象方法: void work();
      1. 输出格式: 工号为 668的助教 顾棋 在帮助学生解决问题
2. 定义维护专员(Maintainer)类继承行政部员工(AdminStaff)类
   1. 提供无参和带参的构造方法
   2. 实现抽象方法: void work();
      1. 输出格式: 工号为 686 的维护专员 庖丁 在解决不能共享屏幕问题
3. 定义采购专员(Buyer) 类继承行政部员工(AdminStaff)类
   1. 提供无参和带参的构造方法
   2. 实现抽象方法: void work();

输出格式: 工号为 888 的采购专员 景甜 在采购音响设备

1. 定义测试类Test
   1. 创建讲师对象 l, 把工号赋值为666,姓名赋值为”傅红雪”
   2. 调用讲师对象l的工作方法
   3. 创建助教对象 t, 把工号赋值为668,姓名赋值为”顾棋”
   4. 调用助教对象t的工作方法
   5. 创建维护专员对象 m, 把工号赋值为686,姓名赋值为”庖丁”
   6. 调用维护专员对象m的工作方法
   7. 创建采购专员对象 b, 把工号赋值为888,姓名赋值为”景甜”
   8. 调用采购专员对象b的工作方法

### 操作步骤答案

/\*

1.定义抽象类员工类(Employee)

a)成员变量: 工号(id),姓名(name)

b)抽象方法: void work();

c)提供无参和带参的构造方法以及setters和getters

\*/

**public** **abstract** **class** Employee {

// a)成员变量: 工号(id),姓名(name)

**private** String id;

**private** String name;

// b)抽象方法: void work();

**public** **abstract** **void** work();

// c)提供无参和带参的构造方法以及setters和getters

**public** Employee() {

**super**();

}

**public** Employee(String id, String name) {

**super**();

**this**.id = id;

**this**.name = name;

}

**public** String getId() {

**return** id;

}

**public** **void** setId(String id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

/\*

2.定义抽象类教研部员工（Teacher）类继承员工类(Employee)

a)提供无参和带参的构造方法

\*/

**public** **abstract** **class** Teacher **extends** Employee{

// a)提供无参和带参的构造方法

**public** Teacher() {

**super**();

}

**public** Teacher(String id, String name) {

**super**(id, name);

}

}

/\*

3.定义抽象类行政部员工(AdminStaff)类继承员工类(Employee)

a)提供无参和带参的构造方法

\*/

**public** **abstract** **class** AdminStaff **extends** Employee {

// a)提供无参和带参的构造方法

**public** AdminStaff() {

**super**();

}

**public** AdminStaff(String id, String name) {

**super**(id, name);

}

}

/\*

4.定义讲师(Lecturer)类继承研部员工（Teacher）类

a)提供无参和带参的构造方法

b)实现抽象方法: void work();

输出格式: 工号为 666 的讲师 傅红雪 在讲课

\*/

**public** **class** Lecturer **extends** Teacher {

// a)提供无参和带参的构造方法

**public** Lecturer() {

**super**();

}

**public** Lecturer(String id, String name) {

**super**(id, name);

}

// b)实现抽象方法: void work();

// 输出格式: 工号为 666 的讲师 傅红雪 在讲课

**public** **void** work() {

System.***out***.println("工号为 "+getId()+" 的讲师 "+getName()+" 在讲课");

}

}

/\*

5.定义助教(Tutor)类继承研部员工（Teacher）类

a)提供无参和带参的构造方法

b)实现抽象方法: void work();

i.输出格式: 工号为 668的助教 顾棋 在帮助学生解决问题

\*/

**public** **class** Tutor **extends** Teacher{

// a)提供无参和带参的构造方法

**public** Tutor() {

**super**();

}

**public** Tutor(String id, String name) {

**super**(id, name);

}

// b)实现抽象方法: void work();

// i.输出格式: 工号为 668的助教 顾棋 在帮助学生解决问题

**public** **void** work() {

System.***out***.println("工号为 "+getId()+"的助教 "+getName()+" 在帮助学生解决问题");

}

}

/\*

6.定义维护专员(Maintainer)类继承行政部员工(AdminStaff)类

a)提供无参和带参的构造方法

b)实现抽象方法: void work();

i.输出格式: 工号为 686 的维护专员 庖丁 在解决不能共享屏幕问题

\*/

**public** **class** Maintainer **extends** AdminStaff {

// a)提供无参和带参的构造方法

**public** Maintainer() {

**super**();

}

**public** Maintainer(String id, String name) {

**super**(id, name);

}

// b)实现抽象方法: void work();

// i.输出格式: 工号为 686 的维护专员 庖丁 在解决不能共享屏幕问题

**public** **void** work() {

System.***out***.println("工号为 "+getId()+" 的维护专员 "+getName()+" 在解决不能共享屏幕问题");

}

}

/\*

7.定义采购专员(Buyer) 类继承行政部员工(AdminStaff)类

a)提供无参和带参的构造方法

b)实现抽象方法: void work();

输出格式: 工号为 888 的采购专员 景甜 在采购音响设备

\*/

**public** **class** Buyer **extends** AdminStaff {

// a)提供无参和带参的构造方法

**public** Buyer() {

**super**();

}

**public** Buyer(String id, String name) {

**super**(id, name);

}

// b)实现抽象方法: void work();

// 输出格式: 工号为 888 的采购专员 景甜 在采购音响设备

**public** **void** work() {

System.***out***.println("工号为 "+getId()+" 的采购专员 "+getName()+" 在采购音响设备");

}

}

/\*

8.定义测试类Test

a)创建讲师对象 l, 把工号赋值为666,姓名赋值为”傅红雪”

b)调用讲师对象l的工作方法

c)创建助教对象 t, 把工号赋值为668,姓名赋值为”顾棋”

d)调用助教对象t的工作方法

e)创建维护专员对象 m, 把工号赋值为686,姓名赋值为”庖丁”

f)调用维护专员对象m的工作方法

g)创建采购专员对象 b, 把工号赋值为888,姓名赋值为”景甜”

h)调用采购专员对象b的工作方法

\*/

**public** **class** Test {

**public** **static** **void** main(String[] args) {

// a)创建讲师对象 l, 把工号赋值为666,姓名赋值为”傅红雪”

Lecturer l = **new** Lecturer("666", "傅红雪");

// b)调用讲师对象l的工作方法

l.work();

// c)创建助教对象 t, 把工号赋值为668,姓名赋值为”顾棋”

Tutor t = **new** Tutor("668", "顾棋");

// d)调用助教对象t的工作方法

t.work();

// e)创建维护专员对象 m, 把工号赋值为686,姓名赋值为”庖丁”

Maintainer m = **new** Maintainer("686", "庖丁");

// f)调用维护专员对象m的工作方法

m.work();

// g)创建采购专员对象 b, 把工号赋值为888,姓名赋值为”景甜”

Buyer b = **new** Buyer("888", "景甜");

// h)调用采购专员对象b的工作方法

b.work();

}

}